**Ejercicios PEP 1**

**Pregunta 1 (30 pts):**

La biblioteca CoolBooks ofrece el servicio de préstamo de libros. Como parte de una mejora en su oferta están evaluando la implementación de un sistema para préstamos online. Se le ha encargado a usted desarrollar un prototipo del nuevo sistema en pseudo-Scheme bajo el paradigma de programación funcional.

En particular, usted debe implementar un prototipo del sistema de préstamo tomando en consideración los siguientes antecedentes. Todo préstamo de material bibliográfico tiene la siguiente información: **un RUT del cliente, ID del recurso facilitado, fecha de préstamo, fecha de retorno, estado de retorno (boolean).**

**Para su simplicidad, asuma que las fechas son simplemente un string.**

1. **(5 pts)** Diseñe una representación de él o los TDAs vinculados al registro de los préstamos de CoolBooks. Luego implemente sus constructores y funciones de pertenencia.
2. **(5 pts)** Implemente una función que permita añadir nuevos préstamos al registro de préstamos de CoolBooks.
3. **(20 pts)** A partir de los TDAs construidos en las preguntas 1 y 2, se solicita implementar las siguientes funciones que permitan lo siguiente:
   1. **(5 pts)** Recuperar todos los préstamos para un rut dado.
   2. **(5 pts)** Recuperar todos los préstamos con estado de retorno no devuelto (false).
   3. **(10 pts)** Recuperar todas las muestras de acuerdo a un criterio personalizado en una función *f* aplicable sobre los datos (individuales o conjunto) de un préstamo, lo cual debe ser indicada en el momento de ejecutar la función.

**NOTA 1:** Recuerde documentar todas sus funciones indicando dominio, recorrido, descripción de su funcionalidad, tipo de recursión (si aplica) y ejemplo de uso. El no hacerlo puede significar un descuento de hasta 25% del puntaje.

**NOTA 2:** Para esta pregunta, puede usar las siguientes funciones de Scheme: car, cdr, if, cond, define, null?, list?, null, let, lazy, lambda, force, not, and, or, equal, cons, list. Cualquier otra función no indicada en esta lista deberá ser implementada.

**SOLUCIÓN**

[**https://github.com/gmartinezramirez/paradigmas-programacion/blob/main/2021-01/01-FP/PEPS/ejercicio\_tipo\_pep1.rkt**](https://github.com/gmartinezramirez/paradigmas-programacion/blob/main/2021-01/01-FP/PEPS/ejercicio_tipo_pep1.rkt)

**Pregunta 2**

SMart es una tienda especializada en la venta de videojuegos está en el proceso de construcción de un sistema utilizando el paradigma funcional que permita visualizar su lista de videojuegos a los clientes. Los videojuegos contienen los siguientes datos específicos: id, nombre, plataforma, precio y calificación (de 1 a 10). Para la construcción de este sistema se ha decidido implementar el módulo encargado de la búsqueda y adición de juegos utilizando Scheme.

1. **Diseñe una representación (sólo la representación)** para un TDA de la lista de videojuegos y especifique un ejemplo de su representación con videojuegos y lista de videojuegos**.** **Luego implemente un constructor, función de pertenencia y selectores naturales.**
2. A partir de la implementación de su TDA, implemente las funciones necesarias que permita agregar un nuevo videojuego a la lista de videojuegos.
3. A partir de la implementación de su TDA, implementar funciones que permitan:  
   1. Recuperar todos los videojuegos según un nombre ingresado.
   2. Recuperar todos los videojuegos que se encuentren en cierto rango de precios (min, max).
   3. Haga la misma función anterior pero currificada.
   4. Recuperar todos los videojuegos de una plataforma en específico
   5. Recuperar todos los videojuegos en base a un criterio personalizado expresado a través de una función *f*. Este criterio se puede aplicar sobre cualquiera de los campos del videojuego, pero es la función *f* la que resuelve esto.
   6. Haga la misma función anterior pero currificada.
4. Implementar una función currificada que permita buscar videojuegos según los criterios indicados en los ítems (b) y (d) de la parte (2) de manera conjuntiva (que se deben cumplir todos los criterios a la vez). Si lo estima conveniente, puede apoyarse en las funciones ya implementadas en la parte (2).

**SOLUCIÓN**

**REPOSITORIO:** [**https://github.com/gmartinezramirez/paradigmas-programacion/blob/main/2021-01/01-FP/PEPS/ejercicio\_tipo\_2.rkt**](https://github.com/gmartinezramirez/paradigmas-programacion/blob/main/2021-01/01-FP/PEPS/ejercicio_tipo_2.rkt)

1. RacketFlix™ es el nuevo sistema de moda para ver películas por *streaming*. El sistema de RacketFlix™ dispone de “películas”, las cuales son compradas por los “usuarios” y son agregadas al “perfil del usuario”. Por lo que cada usuario consta con su propio perfil que despliega las películas adquiridas en este sistema.

Cada película se identifica con un id (*int*), nombre (*string*), duración en minutos (*int*), año (*int*) y una lista de tags (*string*). Los tags corresponden a etiquetas asociadas a cada película. Por ejemplo, “comedia”, “clasico”, “acción”. Asimismo, cada usuario se identifica con su rut (*string*), username (*string*), una lista de preferencias de estilo.

RacketFlix utiliza su propio sistema de criptomonedas, el cual es llamado Racket Dollars™ que corresponde a un número entero. Cada usuario tiene una cartera de Racket Dollars, que indica la cantidad disponible a gastar. Del mismo modo, cada película tiene un precio asociado en este tipo de moneda.

Dentro de la compañía quieren evaluar la posibilidad de migrar RacketFlix a una implementación basada en el paradigma funcional.

1. **(2 pts) Especificar TDAs que permitan cubrir con lo necesario** para cubrir con las demandas de RacketFlix de acuerdo a los requerimientos de las siguientes preguntas. Luego para la implementación del TDA señalar las representaciones escogidas para cada uno.
2. **(5 pts)** Implementar una función que permita registrar un nuevo usuario con nombre de usuario y contraseña tomando como base la representación escogida.
3. **(5 pts)** Implementar una función que permita comprar contenido procurando descontar los montos de su cartera de RacketDollars.
4. **(5 pts)** Implementar una función que permita seleccionar películas de acuerdo a un criterio C determinado.
5. Implementar **SOLO UNA** de las siguientes funciones que pueden ser usadas como criterios de la función del apartado d.
   1. **(5 pts)** Películas cuya duración se encuentre en un rango de minutos [min,max]
   2. **(5 pts)** Películas que contengan TODAS las etiquetas presentadas en una lista L de entrada (etiqueta1, etiqueta2, etiqueta3). Las películas pueden tener otras etiquetas, pero debe contener todas las de la lista para ser seleccionada.
6. **(8 pts)** Implementar una función que permita aplicar una rebaja dada por una función *f* a un conjunto de películas que cumplan con un criterio C. A modo de ejemplo la función *f* podría ser una rebaja del 30% y el criterio de selección aplicaría para todas las películas del catálogo etiquetadas como comedia.

**Pregunta 1 (30 pts)**

Como parte del equipo desarrollador del software de reproducción de medios vía streaming “PlayFunk”, se le ha encomendado desarrollar una solución para el módulo de playlists (listas de reproducción). Los componentes de un medio (elemento en la playlist) son los siguientes: Id del Medio, Artista, Título, Álbum, Género Musical, Disquera, Tipo (“canción” o “videoclip”), Rating (entero entre 1 y 5). El módulo a diseñar e integrar debe ser diseñado en lenguaje Scheme utilizando el Paradigma Funcional.

1. Especificar el o los TDAs necesario(s) para abordar el problema (solo especificación, no implementación) **(2 pts)**.
2. Diseñe la representación para el o los TDAs **(3 pts)**. Luego implemente sus respectivos constructores y selectores **(3 pts)**.
3. De acuerdo a sus TDAs, implemente las siguientes funciones:
   1. Recuperar todos los medios de un cierto género musical **(2 pts)**
   2. Recuperar todas las canciones de una playlist cuyo rating esté entre X e Y **(3 pts)**
   3. Recuperar todos los videoclips de una disquera dada **(2 pts)**
   4. Recuperar todas los medios de un artista, incluso si se ingresa un string incompleto (ej: “beat” debería coincidir con “the beatles”) **(3 pts)**
   5. Recuperar todos los medios en base a un criterio personalizado en una función *f* ya existente, la cual se encarga de aplicar el criterio. **(4 pts)**
4. Diseñe una función que recupere medios a partir de los siguientes parámetros: Un playlist, una consulta sobre el Artista o el Título (string completo o incompleto), un género musical y un tipo (4 parámetros de entrada). La respuesta de esta función no debe incluir medios repetidos **(8 pts)**.

**Nota 1:** *Puede hacer uso de la función string-search-all que permite buscar un string dentro de otro string. Esta función entrega una lista con las posiciones dónde se encuentra el primer string en el segundo. Ejemplo:* (string-search-all "rat" "pirate rating") => ‘(2 7)

**Nota 2:** *Para cada una de sus funciones procure documentar el dominio, recorrido, tipo de recursión empleada (si aplica), casos base y descomposición recursiva. No realizar esto implica un descuento de 0,25 (en la escala de evaluación de 0, .25, .5, .75, 1 que se aplicará en el proceso de evaluación) por cada función implementada.*

**Nota 3:** *Además de las funciones provistas en la Nota 1, solo puede usar funciones como car, cdr, null?, if, cons, null, define, let, cond, equal?, eqv? eq? list, list?, cons?. Otras funciones las debe implementar o bien preguntar al profesor.*

**Pregunta 1 (30 pts)**

Una Matriz Dispersa es aquella matriz en la que solo se almacenan elementos que existen. Para el caso de una matriz dispersa de números, se asume que sus elementos están conformados por los números distintos de 0. Por tanto, los elementos con valor igual a 0 no se almacenan. En base a esta definición y al paradigma funcional utilizando una notación basada en cálculo lambda o pseudo-scheme,

1. Especificar el o los TDAs para poder trabajar con Matrices dispersas (considere solo hasta la capa de modificadores). **(5 pts).**
2. Señalar una representación para poder implementar el o los TDAs especificados en la parte a) **(5 pts).**
3. Implementar los TDAs en base a la especificación de la parte a) **(5 pts)**.
4. Implementar una función para ponderar los elementos de una matriz dispersa a\*M **(5 pts).**
5. Implementar una función para sumar dos matrices dispersas (**10 pts).**

**Nota:** Procure documentar adecuadamente cada función implementada (dominio, recorrido, descripción, tipo de recursión).

**Pregunta 2 (30 pts)**

TicTacToe (popularmente conocido como Gato) es un juego de mesa donde dos jugadores se enfrentan a través de un tablero de 2x2 hasta NxN. El objetivo es lograr disponer el tipo de pieza asignada a cada jugador (**X** o **O**) de manera contigua siguiendo un patrón horizontal, vertical o diagonal. Para el caso de tableros de dimensiones bajas (ej: 2x2 y 3x3) generalmente la longitud del patrón es N. Luego, en este caso un jugador cuya pieza es la X resulta ganador si logra poner de forma contigua 3 Xs de forma horizontal, vertical o diagonal.

1. Especificar el o los TDAs necesario(s) para abordar el problema (solo especificación, no implementación) **(2 pts)**.
2. Especificar una representación para el tablero **(2 pts)**.
3. Implementar una función que construya un tablero vacío de tamaño NxM **(2 pts)**.
4. Implementar selectores naturales para su TDA **(2 pts)**.
5. Implementar una función que permita realizar una jugada en el tablero (disponer una X o O en una posición dada) procurando controlar los turnos. En otras palabras, un jugador (X o O) no puede realizar más de una jugada consecutiva **(8 pts)**.
6. Implementar una función que permita retornar el ganador de un juego (X o O) en base a jugadas horizontales, verticales y diagonales de tamaño L (cantidad de registros consecutivos de X o O en una horizontal, vertical o diagonal). Si no hay ganador, entrega un elemento predefinido dentro del recorrido válido de la función **(14 pts)**.

**Nota 1:** *Para cada una de sus funciones procure documentar el dominio, recorrido, tipo de recursión empleada (si aplica), casos base y descomposición recursiva. No realizar esto implica un descuento de 0,25 (en la escala de evaluación de 0, .25, .5, .75, 1 que se aplicará en el proceso de evaluación) por cada función implementada.*

**Nota 2:** *Además de las funciones provistas en la Nota 1, solo puede usar funciones como car, cdr, null?, if, cons, null, define, let, cond, equal?, eqv? eq? list, list?, cons?. Otras funciones las debe implementar o bien preguntar al profesor.*

**Pregunta 2 (30 pts)**

Considere el juego arcade Outlaw en el que dos pistoleros se enfrenta a un duelo a muerte (Figura 1). En el juego que puede ser de 1 o 2 jugadores, cada jugador o CPU controla a un jugador con desplazamientos que van de izquierda a derecha o de arriba a abajo. En esta versión del juego (para la prueba) los disparos son siempre horizontales y su trayectoria puede ser interrumpida por uno o más obstáculos (cactus, carreta, etc.) que pueden servir de escudo a los personajes. En el juego, cada impacto en el jugador contrario entrega un punto al jugador que ejecutó el disparo. Gana el jugador que primero llega a una cantidad **A** de aciertos, pudiendo darse también una situación de empate. Estos estados correspondientes a Derrota, Victoria y Empate, además de JUGANDO corresponden a los estados del juego.

![](data:image/png;base64,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)

Figura 1: Captura de Outlaw.

En base a esta descripción y al paradigma funcional utilizando una notación basada en cálculo lambda o pseudo-scheme,

1. Especificar el o los TDAs para poder desarrollar el juego Outlaw. (considere solo hasta la capa de modificadores). **(5 pts).**
2. Señalar una representación para poder implementar el o los TDAs especificados en la parte a) **(5 pts).**
3. Implementar los TDAs en base a la especificación de la parte a) **(5 pts)**.
4. Implementar una función para la modalidad de 1 player que permita al jugador desplazarse y disparar y que por otro lado permita al enemigo controlado por CPU realizar su desplazamiento y correspondiente disparo. El retorno de la función debe permitir al jugador seguir realizando jugadas mientras el estado del juego sea JUGANDO. **(5 pts).**
5. Implementar la misma función de la parte d) donde el resultado se expresa como una lista infinita con los resultados parciales de una jugada en cada instante o cuadro de tiempo. La lista se genera solo hasta un tiempo t que entrega el usuario como parámetro de entrada y que sirve para calcular la posición del disparo en cada instante de tiempo (i.e., t0, t1,t2, t3, ……. t) (**10 pts).**

**Nota:** Procure documentar adecuadamente cada función implementada (dominio, recorrido, descripción, tipo de recursión).

**Pregunta 2 (30 pts):** Considere la implementación parcial del TDA imágen en cuya representación cada pixel es expresado a través de una lista de 5 elementos de tipo entero positivo + {0} (enteros positivos incluido el cero) correspondientes a la posición en los ejes X,Y y los colores RGB (X, Y, Red, Green, Blue). Luego una imagen queda expresada por una lista de N píxeles (puede asumir que la imagen es cuadrada, largo = ancho o sqrt(N), sin embargo este dato no afecta en absoluto las preguntas ni sus respuestas).

Tomando como base esta representación, implementar las funciones señaladas a continuación:

1. (**7 pts**) Función que comprime una imagen eliminando todos los pixeles blancos (i.e., cuando R=255 y G=255 y B=255) de la imagen. El resultado es una imagen comprimida cuya representación es distinta a la de una imagen sin comprimir ya que mantiene un registro de la dimensión original de la imagen en la primera posición de la lista.

El prototipo para la función debe ser: (comprimir imagen)

1. (**7 pts**) Función que convierte una imagen a color a una blanco y negro. Para esto, en cada pixel, reemplaza los valores R,G,B por el resultado de la siguiente operación:

redondear ((R + G + B) / 3.0) / 255) \* 255

El prototipo para la función debe ser: (colorToBW imagen)

1. (**16 pts**) Función que permite ajustar los colores de una imagen en base a una función f que permite manipular de forma independiente cada color de la imagen (R, G, B).
2. **(5 pts)** El prototipo para la función debe ser: (ajustarColor f imagen)
3. **(8 pts)** Implementar funciones currificadas para ajustar cada canal (i.e., R, G y B) (Aclaración: El ajuste se da en base a un ponderador como se aprecia en la siguiente pregunta). Estas funciones se entregan a la función ajustarColor a través del parámetro *f*.
4. **(3 pts)** Muestre cómo haría uso de la función ajustarColor para cambiar el color azul (Blue) de una imagen I1 (preexistente) al 30% (ponderador = 0.3).

**NOTA 1:**  Procure hacer un adecuado uso del paradigma funcional (principalmente declarativo en la medida de lo posible) de manera de no redundar en esfuerzos de implementación. Si lo estima conveniente, puede implementar funciones propias del TDA y otras funciones complementarias (incluyendo las de la pregunta 1). La implementación innecesaria y/o redundante de funciones que desaprovechen el paradigma funcional tendrán una penalización de hasta **2 puntos** por cada ítem afectado.

**NOTA 2:** Recuerde documentar todas sus funciones indicando dominio, recorrido, descripción de su funcionalidad, tipo de recursión (si aplica) y ejemplo de uso (una sola línea, es un ejemplo de cómo se evalúa ej: (función 3 4 5)). El no hacerlo puede significar un descuento de hasta **1 punto** por cada ítem afectado.

**NOTA 3:** Para esta pregunta, puede usar las siguientes funciones de Scheme: car, cdr, if, cond, define, null?, =, eqv?, eq? equal?, +, \*, /, -, list?, null, let, lazy, lambda, force, not, and, or, eq?, cons, list, round (para redondear). Cualquier otra función no indicada en esta lista deberá ser implementada.

**Pregunta 1 (30 pts):** El laboratorio médico VeriHealth S.A. se encarga de recolectar y evaluar exámenes de laboratorio de pacientes de varios hospitales y clínicas de la ciudad, con el fin de determinar las posibles patologías que puedan tener (ej: diabetes, hipotiroidismo, anemia, etc.). Con el advenimiento de las enfermedades de invierno, se hace necesario implementar en VeriHealth S.A. un nuevo sistema para el etiquetado de muestras. Se le ha encargado a usted desarrollar un prototipo del sistema en pseudo-Scheme bajo el paradigma de programación funcional.

Toda muestra posee un RUT del paciente (string), ID de muestra (entero), su edad (entero), su sexo biológico (string, “M” o “F”), centro hospitalario de origen (string), si la muestra ya ha sido evaluada (booleano), si el paciente consume medicamentos (booleano), sus enfermedades preexistentes (string) y las enfermedades detectadas por la misma muestra (string).

1. Diseñe una representación para los TDAs Lista de Muestras y Muestra, añadiendo un ejemplo de uso. Luego implemente sus constructores y funciones de pertenencia. **(6 ptos)**
2. Implemente una función para el TDA Lista de Muestras que dado un RUT de un paciente y su ID de muestra, permita cambiar el estado de evaluación de la muestra y además cambiar las enfermedades que fueron detectadas en dicha muestra. **(4 ptos)**
3. A partir de sus implementaciones en las preguntas 1 y 2, se solicita implementar funciones que permitan lo siguiente:
   1. Recuperar todas las muestras de un paciente determinado (por RUT). **(3 ptos)**
   2. Recuperar todas las muestras de pacientes dentro de un rango etáreo (especificando edad mínima y máxima). **(3 ptos)**
   3. Recuperar todas las muestras cuya enfermedad detectada es la indicada como parámetro de entrada. Esta función también debe aceptar coincidencias parciales (Ej: “abe” debiese retornar “Diabetes”). **(4 ptos)**
   4. Recuperar todas las muestras de acuerdo a un criterio personalizado en una función *f*, la cual debe ser indicada en el momento de ejecutar la función. **(5 ptos)**
   5. Hacer una función currificada que permita obtener las muestras bajo los criterios indicados en los ítems (b) y (c) de manera simultánea. **(5 ptos)**

**NOTA 1:**  Procure hacer un adecuado uso del paradigma funcional (principalmente declarativo en la medida de lo posible) de manera de no redundar en esfuerzos de implementación. Si lo estima conveniente, puede implementar funciones propias del TDA y otras funciones complementarias (incluyendo las de la pregunta 2). La implementación innecesaria y/o redundante de funciones que desaprovechen el paradigma funcional tendrán una penalización de hasta **2 puntos** por cada ítem afectado.

**NOTA 2:** Recuerde documentar todas sus funciones indicando dominio, recorrido, descripción de su funcionalidad, tipo de recursión (si aplica) y ejemplo de uso. El no hacerlo puede significar un descuento de hasta **1 punto** por cada ítem afectado.

**NOTA 3:** Para esta pregunta, puede usar las siguientes funciones de Scheme: car, cdr, if, cond, define, null?, =, eqv?, eq? equal?, +, \*, /, -, list?, null, let, lazy, lambda, force, not, and, or, eq?, cons, list, **<, >, integer?, string?, boolean?**. Cualquier otra función no indicada en esta lista deberá ser implementada.

**NOTA 4:** Además de las funciones indicadas en la nota anterior, puede hacer uso de la función (previamente implementada - asuma su existencia, no la implemente) llamada *partial-match* que permite buscar un string dentro de otro, retornando como resultado una lista indicando si hay coincidencias (booleano) además del número de coincidencias detectadas.

Ejemplo: (partial-match “ma” “Cáncer de mama”) => ‘(#t 2)

(partial-match “ami” “Anemia”) => ‘(#f 0)